**Como ler json no ESP32**

Para quem não conhece, json é um tipo de estrutura que se assemelha a um dicionário em Python:

{chave: {valor1:1, valor2:2}}

Pode-se ter montes de chaves e valores, sem problemas. Esses valores podem vir do header HTTP ou do corpo de uma requisição GET. Assim sendo, utilizaremos 2 bibliotecas importantes para essa tarefa; a **HTTPClient** e a **ArduinoJson**.

**Pegando o valor do bitcoin através de API**

Já que falamos de bitcoin, vou mostrar a dica com parte do que será mostrado no mini-curso (mas não será só isso, tem o processo de organização e composição do código e todo o desenvolvimento da ideia até chegar no resultado pretendido. Não deixe de fazer o mini-curso para ver o desenrolar de um projeto).

Existem mais formas de fazer esse tratamento. Uma vez que fazemos a requisição HTTP, obtemos um resultado como o exemplo mais acima. Daí o que precisamos fazer é tratar cada valor de cada chave individualmente. Esse processo é chamado de “parsing”, e pode ser a parte mais trabalhosa de um código, principalmente se estivermos fazendo esse parsing manualmente. Utilizando a biblioteca **ArduinoJson**para ler json no ESP32, a captura dos valores será transparente.

Para pegar o valor do bitcoin, utilizaremos a API do Mercado Bitcoin, [cuja documentação é essa](https://www.mercadobitcoin.com.br/api-doc/).

Para ter um parâmetro, vamos ver o resultado de um GET na API:

{"ticker": {"high":"33470.00000000","low":"32515.16000000","vol":"49.23741181","last":"33054.00730000","buy":"33054.00730000","sell":"33191.90847000","open":"33091.31237000","date":1578863707}}

Agora que sabemos o que esperar, podemos iniciar o código.

**Código para ler json no ESP32**

Já há algum tempo que tenho usado o Visual Studio Code para programar embarcados. Como ele tem uma versão para Linux e as qualidades são incomparáveis, [recomendo que você baixe para a sua plataforma operacional, seja Windows, Linux ou Mac](https://code.visualstudio.com/). Depois, basta instalar o PlatformIO pela própria IDE.

Independente da IDE de programação selecionada, não se esqueça de instalar as bibliotecas HTTPClient e ArduinoJson.

**Headers**

Fora das funções, crie o objeto HTTP que será utilizado para fazer a requisição e um array de char com 400 posições. Aproveite para definir também as credenciais da rede WiFi. No exemplo, exponho as credenciais da minha rede de laboratório:

#include <Arduino.h>

#include <WiFi.h>

#include <HTTPClient.h>

#include "ArduinoJson.h"

#define SSID "SuhankoFamily"

#define PASSWD "fsjmr112"

//0 - Criamos o objeto de comunicação HTTP

HTTPClient http;

char json[400] = {0}

No setup, fazemos o processo padrão para conexão com a rede WiFi e inicialização da comunicação serial. Depois, criamos uma variável com o tamanho adequado para comportar a manipulação do json. Para calcular o tamanho correto dessa variável, acesse essa URL do ArduinoJson e passe uma amostra do que será manipulado. Os valores ideais serão exibidos na coluna da direita:

[![ler json no ESP32 com ArduinoJson](data:image/jpeg;base64,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)](https://i0.wp.com/www.dobitaobyte.com.br/wp-content/uploads/2020/01/arduinojson.jpg?ssl=1)

**Setup**

Feito isso, crie o objeto dinâmico do tamanho requerido para a transação. O setup ficará desse jeito:

void setup()

{

    //1 - Para testar, vamos usar a serial

    Serial.begin(9600);

    //2 - iniciamos a conexão WiFi...

    WiFi.begin(SSID,PASSWD);

    //...e aguardamos até que esteja concluída.

    while (WiFi.status() != WL\_CONNECTED)

{

        delay(1000);

        Serial.println(".");

    }

    Serial.println("Conectado!");

  //3 - acesse arduinojson.org/v6/assistant e passe uma amostra pra calcular a capacidade

    constsize\_t capacity = JSON\_OBJECT\_SIZE(1) + JSON\_ARRAY\_SIZE(8) + 146;

    DynamicJsonDocument doc(capacity);

}

**Parsing**

Daí vamos finalmente para o loop e fazemos a requisição HTTP e a manipulação dos valores. Dá pra  ler json no ESP32 de outras formas? Sim, dá, mas esse jeito me pareceu o mais simples. Mas como não gosto de esparramar código pelo programa, criei uma função para fazer a manipulação do json. A função ficou assim:

void resultOfGet(String msg)

{

memset(json,0,sizeof(json));

msg.toCharArray(json, 400);

deserializeJson(doc, json);

JsonObject ticker = doc["ticker"];

const char\* ticker\_high = ticker["high"]; // "33395.00000000"

const char\* ticker\_low = ticker["low"]; // "32911.01001000"

const char\* ticker\_vol = ticker["vol"]; // "29.80139592"

const char\* ticker\_last = ticker["last"]; // "33146.89715000"

const char\* ticker\_buy = ticker["buy"]; // "33005.10011000"

const char\* ticker\_sell = ticker["sell"]; // "33146.89715000"

const char\* ticker\_open = ticker["open"]; // "33094.94851000"

long ticker\_date = ticker["date"]; // 1578889119

Serial.println(ticker\_last);

}

Repare que essa função tem uma rotina bastante simples, mas essencial. Primeiramente, limpamos a variável criada para armazenar o json que eventualmente já foi utilizada e não deve conter valores anteriores. Isso é feito com **memset**, passando o array de char, o valor a preencher e o tamanho do array. Depois, o alimentamos com o resultado da requisição GET, feita no loop. Como o retorno da requisição gera um payload em um objeto String, devemos convertê-lo para array de char. Para isso, utilizamos o método **.toCharArray(\*array,tamanho\_max)**. Esse método pertence ao objeto String passado como parâmetro de função. Em nossa função, esse parâmetro é um ponteiro com o nome **msg**.

Na lista posterior fazemos a desserialização (essa palavra nem existe, mas enfim) do array de char contendo o json. Essa função **deserializeJson** se encarrega de fazer todo o parsing necessário e nos livra de uma tarefa bastante chata. Depois, basta pegar os valores resultantes, criando uma chave com o nome desejado utilizando o **JsonObject**.

Finaliza-se a função com um print na serial, mas a partir desse ponto pode-se fazer o que quiser com os valores.

**Loop**

Mais acima vimos a função **setup()** completa, agora vimos a função que trata o resultado da requisição HTTP. Vamos ver essa requisição na função **loop()**:

void loop()

{

//4 - iniciamos a URL alvo, pega a resposta e finaliza a conexão

http.begin("https://www.mercadobitcoin.net/api/BTC/ticker");

int httpCode = http.GET();

if (httpCode > 0)

{

//Maior que 0, tem resposta a ser lida

String payload = http.getString();

//Serial.println(httpCode);

//Serial.println(payload);

resultOfGet(payload);

}

else {

Serial.println("Falha na requisição");

}

http.end();

vTaskDelay(pdMS\_TO\_TICKS(60000));

}

Como pode-se notar, ficou bastante limpo e curto o código todo.

Na função **loop()** fazemos inicialmente a configuração do objeto HTTP, passando a URL a utilizar. Em seguida, fazemos a requisição com o método **GET**. Tratamos o retorno e em caso de **status code 200**, chamamos a função criada anteriormente para manipular o resultado. Em qualquer circunstância, não podemos nos esquecer de encerrar a comunicação com **http.end()**. Também não quereremos deixar o loop rodando na velocidade de cada requisição HTTP, portanto, crie um delay. No caso, utilizei o modo ESP32, fazendo uma requisição por minuto. Pode ser menos, pode ser mais, dependendo da real necessidade. Essas coisas todas falarei a respeito no mini-curso do **Arduino Day UNIVAG**.

O resultado na serial será algo como:
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**Código completo**

Se quiser aproveitar o código, copie daqui invés de pedaço por pedaço das explicações anteriores:

#include <Arduino.h>

#include <WiFi.h>

#include <HTTPClient.h>

#include "ArduinoJson.h"

#define SSID "SuhankoFamily"

#define PASSWD "fsjmr112"

//0 - Criamos o objeto de comunicação HTTP

HTTPClient http;

char json[400] = {0};

StaticJsonDocument<256> doc;

void resultOfGet(String msg){

memset(json,0,sizeof(json));

msg.toCharArray(json, 400);

deserializeJson(doc, json);

JsonObject ticker = doc["ticker"];

const char\* ticker\_high = ticker["high"]; // "33395.00000000"

const char\* ticker\_low = ticker["low"]; // "32911.01001000"

const char\* ticker\_vol = ticker["vol"]; // "29.80139592"

const char\* ticker\_last = ticker["last"]; // "33146.89715000"

const char\* ticker\_buy = ticker["buy"]; // "33005.10011000"

const char\* ticker\_sell = ticker["sell"]; // "33146.89715000"

const char\* ticker\_open = ticker["open"]; // "33094.94851000"

long ticker\_date = ticker["date"]; // 1578889119

Serial.println(ticker\_last);

}

void setup(){

//1 - Para testar, vamos usar a serial

Serial.begin(9600);

//2 - iniciamos a conexão WiFi...

WiFi.begin(SSID,PASSWD);

//...e aguardamos até que esteja concluída.

while (WiFi.status() != WL\_CONNECTED) {

delay(1000);

Serial.println(".");

}

Serial.println("Conectado!");

//3 - acesse arduinojson.org/v6/assistant e passe uma amostra pra calcular a capacidade

const size\_t capacity = JSON\_OBJECT\_SIZE(1) + JSON\_ARRAY\_SIZE(8) + 146;

DynamicJsonDocument doc(capacity);

}

void loop() {

//3 - iniciamos a URL alvo, pega a resposta e finaliza a conexão

http.begin("https://www.mercadobitcoin.net/api/BTC/ticker");

int httpCode = http.GET();

if (httpCode > 0) { //Maior que 0, tem resposta a ser lida

String payload = http.getString();

//Serial.println(httpCode);

//Serial.println(payload);

resultOfGet(payload);

}

else {

Serial.println("Falha na requisição");

}

http.end();

vTaskDelay(pdMS\_TO\_TICKS(60000));

}

Fonte: https://www.dobitaobyte.com.br/como-ler-json-no-esp32/